CONTROL ALGORITHMS FOR MICROCONTROLLERS

ŘÍDICÍ ALGORITMY PRO MIKROPOČÍTAče

Abstract

This project was focused on Motorola microcontrollers. The aim of this project was to create library, which can make programming process easier. This library is composed of modules that can be implemented to the final program. The programming process is then based on joining different modules together. Modules are compatible among all Motorola microcontroller; however, one module is not. This special module operates with microcontroller’s peripheries. This module has to be modified according to microcontroller’s specification. It was impossible to create absolutely universal module because each microcontroller has different functions and the direct access to the memory is provided via different registers. Modules for continuous identification, supportive modules and adaptive control were created and tested on real systems.

Abstrakt


1 INTRODUCTION

The modern methods of automation theory are used widely in technological processes nowadays. In this case the microcontrollers are commonly used for this purpose. This brings many advantages such is cheap costs, small size, all needed peripheries integrated directly on chip etc. However, there are some disadvantages [1]. The programming process is quite sophisticated. There are two typical ways to create program. The first one is the low level programming language such is assembler. The second one is via special programming software commonly based on C language.

2 METHODS

This work is connected with the previous project that was focused on Motorola microcontroller M68HC11. Previous modules were created in assembler [2]. The disadvantage is that these modules might be used only in this microcontroller family. They are not compatible with the other families especially with HC08.
One of the aims was to provide compatibility among different types of microcontrollers. CodeWarrior was used for creating new modules. This program was chosen because of its advantages [1]. This programming tool is based on C language that makes these modules compatible among different microcontroller's families. CodeWarrior is able to work with floating point numbers. It offers *float* and *double*. These floating point numbers are in standard IEEE format in 4 (*float*) or 8 (*double*) byte size. There are only *float* type numbers in modules because the functions for basic operations are much faster and need smaller memory space then functions for *double* type.

All new modules are created only by this tool. However, there is one module that is not absolutely compatible. This module operates with microcontrollers peripheries such is AD converter, timer, interrupts etc. These properties are different in each microcontroller, so that the access has to be done by different registers. The library contains one example of this module for one microcontroller MC9S12E128. This module can be simply modified according to microcontroller's specification.

### 3 IMPLEMENTATION

#### 3.1 Special modules

The special module has many functions for control microcontroller's peripheries. It depends on user and controlled system which functions will be chosen. The analog-to-digital converters were used for measuring the process value, real time or timers were used for sample timing and serial communication was used for communication with superior system (PC).

There are also functions for interrupts from timer or real time in this module. These functions provide sample time or slower PWM. The optional parameter is the sample time or in case of PWM the band wide. The minimal value is 0.5 second.

Controlled system can be very fast and in this case the best choice is to use internal PWM for control this system. Internal PWM can be found in several microcontrollers; however, this function is not standard. This internal PWM is very fast. It depends on clock source (bus clock) and other properties defined by user in registers of PWM. It usually operates in MHz. This module also offers software-generated PWM suitable for slower systems or for microcontrollers with no internal PWM.

Many of the control algorithms work with matrices or theirs parameters are calculated from the system of linear equations. For this case the module for standard operations with matrices and module for calculating with systems of linear equations was created.

#### 3.2 System identification

The continuous identification was used for system identification [3]. This module is able to identify the system according the following equation (1).

\[
G(z^{-1}) = \frac{B(z^{-1})}{A(z^{-1})} = \frac{b_1z^{-1} + b_2z^{-2} + \ldots + b_{nb}z^{-nb}}{1 + a_1z^{-1} + a_2z^{-2} + \ldots + a_{ns}z^{-ns}}
\]  

(1)

The data vector and vector of estimates can be seen in equation (2) and (3):

\[
\varphi_{k-1}^T = [y_{k-1}, y_{k-2}, \ldots, y_{k-ny}, u_{k-1}, u_{k-2}, \ldots, u_{k-ns}]
\]

(2)

\[
\hat{\Theta}(k) = [\hat{a}_1, \hat{a}_2, \ldots, \hat{a}_{ns}, \hat{b}_1, \hat{b}_2, \ldots, \hat{b}_{nb}]
\]

(3)

This module can be used also for delta representation but in this case the order of controlled system cannot be higher than two. Systems examined in this project were identified as systems of the first order (4) or second order (5):

\[
G(z^{-1}) = \frac{b_1z^{-1}}{1 + a_1z^{-1}}
\]

(4)

26
\[ G(z^{-1}) = \frac{b_1 z^{-1} + b_2 z^{-2}}{1 + a_1 z^{-1} + a_2 z^{-2}} \]  \hspace{1cm} (5)

3.3 Ziegler-Nichols method

Ziegler-Nichols method is one of the basic control algorithms. The module can control system of the second order. For calculation of the control value the standard Takahashi algorithm was used according to [4]. This module contains only one function with no optional parameters.

3.4 Pole-placement method

Next module contains four functions for pole-placement method. Control algorithms for PID-A (Fig. 1) and PID-B (Fig. 2) can be set according to required process control. Each function has two optional parameters. These parameters influence the control process.

![Fig. 1 Block scheme of PID-A algorithm](image)

![Fig. 2 Block scheme of PID-B algorithm](image)

There are two functions for each block scheme of the system. These functions get regulator parameters from different equations that represent the pole placement. The placement is set via polynomial D. The first type (PID-A1 and PID-B1) can be calculated from polynomial (6):

\[ D(z^{-1}) = 1 + d_1 z^{-1} + d_2 z^{-2} \]  \hspace{1cm} (6)

The second type (PID-A2 and PID-B2) of regulator has parameters calculated according to the following polynomial:

\[ D(z^{-1}) = (z - \alpha)^2 [z - (\alpha + j\omega)] [z - (\alpha - j\omega)] \]  \hspace{1cm} (7)

3.5 Adaptive algorithms

Adaptive regulators are implemented into two modules. Both of them contain two different approaches to regulating system. There are two different block schemes of the system – feedback regulator is shown in Fig. 3 (FB)

![Fig. 3 Feedback regulator](image)
and feedback regulator with feed forward loop as can be seen in Fig. 4 (FBFW):

![Feedback regulator with feed forward loop diagram](image)

**Fig. 4** Feedback regulator with feed forward loop

The synthesis of FB regulator is based on solution of diophantic equation:

\[ AFP + BQ = D \] \hspace{1cm} (8)

There are two diophantic equations for FBFW regulator:

\[ AP + BQ = D \]
\[ FT + BR = D \] \hspace{1cm} (9)

The polynomial D can be set for three different control performances:

1. Dead-beat (DB)
2. Quadratic optimal control (LQ)
3. Pole-placement method (PP)

The first module contains functions for first order systems and the second one for the systems of second order. All functions have optional parameters which set required control performance.

4 RESULTS

All created modules were tested on real system. The simple heat system was used for this purpose. Measurements were taken on the same system with the same setpoints. The initial value was set to 60°C. After 300 seconds was switched to 80°C. The last value was again 60°C. Systems were identified by continuous identification module.

The Ziegler-Nichols method with sample time 10 seconds can be seen in Fig. 5. Module for this regulator has no setting parameters.

![Ziegler Nichols method graph](image)

**Fig. 5** Ziegler Nichols method

Next figure (Fig. 6) shows progression of parameters of the system that was identified in the previous examination.
Fig. 6 Parameters of identified system

Pole-placement method was used next. An example of this method can be seen in Fig. 7. Sample time is 10 seconds. Figure 8 shows an adaptive feed-back regulator with LQ method.

Fig. 7 Poleplacement method PID-B1

Fig. 8 LQ adaptive FB regulator

Next figure (Fig. 9) shows adaptive regulator also. But in this example the feed-back feed-forward system was used. Poleplacement method was used for setting the parameters of regulator. Function parameters were set to 0.5 and 1.

Fig. 9 PP adaptive FBFW regulator
The controlled system identified as a system of the first order can be seen in Fig. 10.

5 CONCLUSIONS

Application of adaptive regulators in microcontrollers is simple with such library. CodeWarrior is very good tool for creating compatible modules. The implementation of all control modules can be done by including them simply to the project via files with prototypes of functions.

The whole project is far from complete because many different algorithms are continuously developed. The library can grow by adding new modules that can implement many other algorithms such as module for delta representations or for controlling multidimensional systems.
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